import numpy as np

import math # Import the standard math module

def levy\_flight(Lambda):

sigma = (math.gamma(1 + Lambda) \* math.sin(math.pi \* Lambda / 2) /

(math.gamma((1 + Lambda) / 2) \* Lambda \* 2 \*\* ((Lambda - 1) / 2))) \*\* (1 / Lambda)

u = np.random.normal(0, sigma, 1)

v = np.random.normal(0, 1, 1)

step = u / abs(v) \*\* (1 / Lambda)

return step

def cuckoo\_search(obj\_function, bounds, n=25, pa=0.25, max\_iter=100):

# Initialize nests

dim = len(bounds)

nests = np.random.rand(n, dim)

for i in range(dim):

nests[:, i] = nests[:, i] \* (bounds[i][1] - bounds[i][0]) + bounds[i][0]

fitness = np.array([obj\_function(nest) for nest in nests])

# Start optimization

for \_ in range(max\_iter):

for i in range(n):

# Generate a new solution via Levy flight

new\_nest = nests[i] + levy\_flight(1.5) \* np.random.randn(dim)

# Apply bounds

new\_nest = np.clip(new\_nest, [b[0] for b in bounds], [b[1] for b in bounds])

new\_fitness = obj\_function(new\_nest)

# Update if new solution is better

if new\_fitness < fitness[i]:

nests[i] = new\_nest

fitness[i] = new\_fitness

# Abandon some nests and create new ones

abandon\_idx = np.random.rand(n) < pa

for i in np.where(abandon\_idx)[0]:

nests[i] = np.random.rand(dim) \* (np.array([b[1] for b in bounds]) - np.array([b[0] for b in bounds])) + np.array([b[0] for b in bounds])

fitness[i] = obj\_function(nests[i])

# Return the best solution

best\_idx = np.argmin(fitness)

return nests[best\_idx], fitness[best\_idx]

# Example usage: Minimize f(x) = x^2

def objective(x):

return sum(xi\*\*2 for xi in x)

bounds = [(-10, 10), (-10, 10)] # 2D problem

best\_solution, best\_fitness = cuckoo\_search(objective, bounds)

print("Best Solution:", best\_solution)

print("Best Fitness:", best\_fitness)

OUTPUT:

![](data:image/png;base64,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)